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A STUDY ON THE ENCRYPTION TECHNIQUES AND
METHODS IMPLEMENTED WITHIN THE CRITICAL
INFRASTRUCTURES

Eugen NEACSU?, Emil SIMION?

This paper is a study of the niche approach, the use of cryptographic
algorithms in critical infrastructures. This newly introduced notion means the existence
in a cryptosystem of the three elements necessary and sufficient for its operation: the
pseudo-random cryptographic key generator, the key storage and system management,
and the encryption and decryption application. The mentioned elements have an
interdependent operation in the achievement of the cryptographic process. The work
begins with an introduction to the operation and implementation of the XOR-MWC
generator, a new generator, obtained from the implementation of two pseudo-random
MWC generators (Multiply-With-Carry) and an XOR function (logic function or
exclusively) applied to the resulting bits at the output of the two generators. In the
application code there are given several pseudo-random generators by means of which
we are able to obtain from the database the partial keys to form the encryption key and
with the help of which, the ability to established one of its various methods of operation
is provided.
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1. Introduction

In today's context, where interconnected media have become available to
the general public, information needs the most effective means of protection. The
methods of information protection, specific to contemporary information
technology, are varied, depending on the types of attacks to which the information
may be exposed. Awareness of the risks in communications networks has led to
widespread use of hardware and software solutions such as antivirus, antispyware,
antispam, firewall, VPN (Virtual Private Network), intrusion prevention and
detection programs (IPS, IDS) or encryption methods. The process of securing
information has become an essential component in the contemporary information
society, which has led to the achievement of specific international standards, the
most important of which are 1ISO 27001 and BS 7799. [1]

Currently, the most effective methods of conserving the integrity of
information are given by cryptographic techniques. This paper makes a foray into
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these information security techniques and proposes, both to the cryptographic
community and to the specialists in the administration and security of information
systems, a new solution for ensuring the security of confidential data in critical
infrastructures.

A critical infrastructure is a service whose functionality is so vital that its
destruction would have a debilitating impact on the security of any country.
Basically, the system is subject to the following four attributes: availability,
integrity, reliability, and security. Disruption of any system could jeopardize the
continued operation of the entire infrastructure. In this context, section 2 presents
the cryptographic key generation component, providing the representation of the
partial key generation and the encryption key. Section 3 is mainly for the encryption
and decryption component and section 4 presents the conclusions of the security
study conducted. Classical cryptography encompasses most of the algorithms
implemented so far in communication systems. They are generally based on simple
operations: addition, displacement, multiplication, substitution, subtraction, and
division of modules. The security of systems is that an attack on them involves a
very large number of mathematical operations, which makes it impossible to find
out. With the advent of parallel computing techniques, these systems can be
vulnerable to various types of attacks, so they are trying to strengthen them by
increasing the size of the keys or by increasing the complexity of the encryption
process. Thus, two types of classical cryptographic algorithms were developed and
imposed: symmetric algorithms (with secret key) and asymmetric algorithms (with
public keys). The efficiency of these solutions has led to their recent
implementation even in environments with low computing resources, such as ad-
hoc sensor networks. [2]

Recent research in cryptography is attempting a new approach to the
encryption process by introducing new operations in addition to the classical ones,
as well as independence from increasing computing power. It is assumed that with
the advent of the quantum computer, computing resources will be virtually
unlimited, which will lead to the situation where data security systems can be
overcome much more easily by brute force attack, compromising data
confidentiality. This has led to the development of new research directions like
cryptography based on chaotic dynamic systems and quantum cryptography. [3]
The application of chaos in cryptography is suggested by its properties: sensitivity
to initial conditions and loss of information about the initialization point. The main
advantage of this method is the high degree of security offered. The disadvantages
are due to the low working speed and the complexity of the floating-point
calculations, which would make this technique difficult to implement for real-time
use.
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2. Cryptographic key generation component

The implementation is made using a computer network in which encryption
devices and storage media (stations and servers) are considered secure (by using
firewall policies as well as antivirus and antispyware programs). If the stations on
which the data encryption is performed were considered unsafe, the whole process
would be useless. Two stations are sufficient for testing in a local network on which
the encryption application is installed together with the database.

For transmission of the database containing the partial cryptographic keys
to users of the critical infrastructure, it is recommended to use a secure data
network, or tunneling methods. In the absence of a network, for loading databases
to the stations on which this system is installed, mobile storage devices can also be
used.

A cryptographic mode combines basic cipher and a few simple operations.
The operations are simple, because the security depends on the cipher used and not
on the cryptographic mode. There are other security considerations: clear text
patterns must be hidden, entry into the encryption algorithm must be random, and
encryption of more than one message using the same key must be possible.[4]

Another aspect to consider is efficiency - a cryptographic mode must not be
less efficient than the encryption algorithm on which it is based. In some
circumstances it is important that the clear text and the ciphertext are the same
length.

Another consideration is error tolerance. Some applications require
encryption or decryption as parallel processes, while others need to be able to pre-
process as much data as possible. It is important that the decryption process can
recover bit-level errors from encrypted text, missing bits, or extra bits.

The multiply-with-carry (MWC) generator was proposed by George
Marsaglia in 1994 and analyzed by Couture and L'Ecuyer in 1997. MWC has been
proposed as a modification of the add-with-carry (AWC) generator.[5]

In the first stage, after declaring the variables, the algorithm calls the classes
in its composition (MWC1 and MWC2) to obtain from the system, using the
SetSeedFromSystemTime method, the seed values used at initialization.

namespace RNG
{
/// <summary>
/// </summary>
public class MWC1l
{
private static uint m w;
private static uint m z;
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public static void SetSeedFromSystemTime ()

{
System.DateTime dt = System.DateTime.Now;
long x = dt.ToFileTime () ;
SetSeed ((uint) (x >> 16), (uint) (x

oe

4294967296)) ;

The XOR-MWC class in the implemented program takes the values
resulting from the running of the MWC1 and MWC2 classes, calculates the result
of the XOR operation applied to them and displays in the interface both the
calculated values and the character corresponding to the extended ASCII code

namespace RNG {
class XOR-MWC {
static void Main(string[] args) {
{

double CDF, CDF1;
double temp, templ;
int E1 = 0, E2 = 0, E3 =0, E4 = 0;
char a, b, c, d;
MWC1l.SetSeedFromSystemTime () ;

int numReps = 255;
double failureProbability = 0.001;

int jO;
double[] samples = new double[numReps];
for (jO = 0; jO != numReps; ++30)

samples[j0] MWC1.GetUniform() ;

System.Array.Sort (samples) ;

double K plus = -double.MaxValue;
for (jO = 0; jO != numReps; ++30)
{
CDF samples[j0];

temp = (jO + 1.0) / numReps - CDF;
if (K plus < temp)

{

K plus = temp;

E1 = jO;
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}
MWC2 .SetSeedFromSystemTime () ;
int numRepsl = 255;
double failureProbabilityl = 0.001;

int j1;

double[] samples = new double[numRepsl];

for (j1 = 0; jl != numReps; ++31)
samples[jl] = MWC2.GetUniform() ;

System.Array.Sort (samples) ;

double K minus = -double.MaxValue;

for (j1 = 0; jl != numReps; ++31)

{
}
Templ = CDF - (j1 + 0.0) / numRepsl;
if (K minus < templ)
{

K minus = templ;
E2 = j1;
}
}
double sgrtNumReps =
Math.Sqgrt ( (double) numReps) ;
double sqgqrtNumRepsl =

Math.Sqgrt ((double) numRepsl) ;

K plus *= sqgrtNumReps;

K minus *= sqrtNumRepsl;

a = Convert.ToChar (E1l);

string al = Convert.ToString(a);

Console.WritelLine ("Generator Val.Zecimala
Val.ASCII");

Console.WriteLine (" MWC1: {0}
(11", E1, a);

b = Convert.ToChar (E2);

string bl = Convert.ToString(b);

Console.WriteLine (" MWC2 : {0}
{11", E2, D)

System.Threading.Thread.Sleep (200) ;

int key = E2;

char aal = (char) (a © key):;

int aall = Convert.TolIntlé6 (aal);
string straal = Convert.ToString(aal);
string gvall = Convert.ToString(al);

string gval2 = Convert.ToString(bl);
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Console.WriteLine ("\n (" + gvall + ") XOR
"+ "(" + gval2 + ") ==> Val. ASCII a Gen. XOR-MWC: " + straal
+ "\n");
Console.WriteLine ("
[" + idrow + "]\n");

}

Console.ReadLine () ;

In order to be used by the RPV8x application, the results of running the
XOR-MWC generator are inserted in the Keys table of the AES-DB database made
in MySQL.
namespace RNG

{

static void Main(string[] args)
{
int idrow = 0;
for (idrow = 0; idrow < 1000; idrow++)

{

SglConnection conex DB = new
System.Data.SglClient. SglConnection
("Server=localhost;DataSource=.\\SQLEXPRESS;D
atabase=AES-DB; Trusted Connection= True");
System.Data.SglClient.SglCommand comanda = new
System.Data. SglClient.SglCommand () ;
comanda.CommandType =
System.Data.CommandType.Text;

comanda.CommandText = "insert into dbo.Keys
(ID, PK1l, PK2, PK3, PK4) wvalues (" + idrow +
", LELL S gVall + "l, LIS gValZ + Hl, LI gval3
+ mwi , T + gval4+" ] ) ",.

comanda.Connection = conex DB;

conex DB.Open();
comanda.ExecuteNonQuery () ;
conex DB.Close();

}
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The idrow variable sets the number of rounds for the algorithm and also the
number of encryption keys generated. Because the RPV (Rijndael with Variable
Parameters) encryption algorithm uses 128-bit (16-character ASCII) encryption
keys, and the XOR-MWC generator generates only 8 bits after each run (one ASCI|I
character). A 16-generator algorithm variant (XOR-MWC16x) was used to load the
Keys table from the database. [6]
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Fig. 1. Representation of partial key generation and encryption key

The XOR-MWC1-4 generators form the partial cryptographic key 1 (PK1),
the XOR-MWC5-8 generators form the partial cryptographic key 2 (PK2), the
XOR-MWC9-12 generators form the partial cryptographic key 3 (PK3) and the
XOR-MWC13 generators forms the partial cryptographic key 4 (PK4). The partial
cryptographic keys are entered in the AES-DB database, and by concatenation form
the 16-character encryption key (C1-C16). Since the 16 generators use the same
source to obtain the initialization values, they work in time lag, each with a delay
of 0.4 seconds compared to the previous generator. This gives a time of 1.6 seconds
for generating a partial key (PK1, PK2, PK3, PK4) and a total time of generating
an encryption key of 128 bits of 6.4 seconds.

The AES-DB database is installed locally or on a secure server. In the tested
version we used a MySQL sever installed on the same machine as the RPV
application.
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Table 1
Keys table contents
1D PK1 PK2 PK3 PK4
0 this isas ecre tkey
1 rg'd zMo[ U?]v EdTq
2 k1)5 EOP< WDZj &x"a
3 EZ] IRA@ &;8y E*Vo
4 %P"u #?h bFd6 o0)U+
5 115 Vw4 8LA~ cxQ}
6 }e2u F)S$ CATt S+$F
7 G%;m Y& olt0 <Bt!
8 dG vy dFhq gha Re9y
9 [T'v 3nOu j.E xK]d
998 ~|s! {0%g "0-U Zgc
999 "zgU "g$% E&KT >Z{n

Keys table keeps the partial cryptographic keys (PK1, PK2, PK3, PK4) from
which the encryption keys are formed.

Table 2
Parameters for modifying the structure of the RPV algorithm
ID Param_SR Param_MC
0 0 0
1 0 1
2 1 0
3 1 1

The values in Table 2 are read by the RPV8x algorithm during its run,
setting the working modes for the ShiftRow (Param_SR column parameters) and
MixColumns (Param_MC column parameters) transformations of the algorithm.
Microsoft SQL Server Management Studio Express can be used to view and edit
tables and their contents, or any other application capable of managing the content
of SQL databases.

Unlike classic implementations of the Rijndael algorithm, which require
you to upload a cryptographic key from a user-friendly file, RPV8x provides an
operational security measure, with users not having access to the encryption key or
the parameter IDs. [7]

3. Encryption and decryption component

The RPV8x encryption and decryption program is based on the RPV
algorithm and has a friendly, easy-to-use interface, and in the test version provides
detailed information on how to choose pseudo-random operation using
implemented PRNGs. The two implemented modules, the Encryption Module and
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the Decryption Module have search and save file buttons (Open File and Save File),
text fields showing the path of selected or saved files, as well as encryption /
decryption and reset application option. Also, in the test version there are buttons
to check the parameters used (Check Encryption / Decryption Parameters). In
addition, the test interface provides information about:

v" S-Box pair ID used in encryption;

v" ShiftRows and MixColumns transform run parameter IDs;

v Partial key IDs selected from the database;

v" Session ID.

The RPV algorithm is a symmetric cipher that works with 128-bit-long
blocks of data and encryption keys and is a development of the Rijndael algorithm
developed in 1998 by two Belgian cryptographers. Together with the MWC
generators that have the role of introducing the pseudo-random character of the
operation and the AES-DB database in which some of the parameters necessary for
running are stored, the RPV algorithm forms a complex cryptographic system.

Due to the properties of the invertible polynomials underlying the formation
of S-Boxes and the possibility of implementing different ways of working in the
ShiftRows and MixColumns transformations of the Rijndael algorithm, the RPV
algorithm can work in 8 different modes (of these 8 modes of operation, one is
similar to that of Rijndael). [8]

By encrypting with the RPV8x application, encrypted texts are obtained for
the same clear text and the same encryption key, modifying the diffusion and
confusion factors of the algorithm both by changing the pseudo-random parameters
of the ShiftRows and MixColumn transformations, and by accessing in direct or
reverse order of S-Boxes. At the same time, even if in the case of a brute force
attack on the algorithm the time remains the same, being determined only by the
computing power of the attacker, in the case of linear and differential cryptanalysis
there is the problem of determining how the algorithm works, thus increasing 8
times the theoretical resistance time of the algorithm in the case of these types of
attacks (hence the name of the application -RPV8Xx).

There are three fundamental criteria taken into account for choosing the
Rijndael cipher as the basis for the development of the RPV algorithm: [9]

- resistance against all known types of attack;
- speed and compact code structure on many platforms;
- simplicity of design.

In the case of most block digits, the round transformation has a Feistel
structure. This assumes that some of the intermediate state bits are transposed
unchanged to another position. The transformation of the round into Rijndael does
not have such a structure but is composed of three uniform invertible
transformations, called layers. The specific choices of the different layers are
largely based on the application of the Wide Trail Strategy, a design method
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designed to withstand linear and differential cryptanalytic attacks. In Wide Trail
Strategy, each layer has its own property: [10]
e Linear mix layer: guarantees a high degree of diffusion over multiple
rounds;
e Non-linear layer: ensures the parallel application of S-Boxes with
optimal properties for non-linearity cases;
¢ Key addition layer: performs a simple XOR between the round key and
the intermediate state.

A key addition is made before the first round, as any of the layers can be
discovered without the need to know the key in case of attacks on known plain text.
The addition of the key in the initial or terminal stage is successfully applied in
several designs such as: IDEA, SAFER and Blowfish. [11] Through the
SglCommand and SqlDataReader functions, the application connects to the Keys
table in the database and reads the 4 ASCII characters corresponding to the IDki-4
index line and PKy.4 columns.

SqlCommand comanda PK1 = connex.CreateCommand () ;
SglDataReader citeste PKI1;

connex.Open () ;

commanda PKI1.CommandText = "select PK1l from dbo.Keys
where ID=" + IDPK1;
citeste PKl = commanda PKl.ExecuteReader();

PK1 = Convert.ToString(citeste PKIl.Read()):
for (int tkl = 0; tkl < citeste PKl.FieldCount;
tkl++)
linie PK1 +=
citeste PKl.GetValue (tkl) .ToString();
connex.Close () ;

private void FormEDK ()
{
EDK = 1linie PK1 + 1linie PK2 + 1linie PK3 +
linie PK4;

}

The codes for reading the other 3 partial keys (PK2, PK3, PK4) are similar
to this one. After reading the partial keys, the encryption / decryption key EDK
(Encryption / Decryption Key) is made by concatenation.

In the idea of using a unique encryption key each time the application is run,
the C# implementation of the MD5 algorithm is used to hash the generated key. The
thus obtained hash is checked in the BlackList table of the database and if it is
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identified in the list, the PRNGs are automatically reset, performing a new
encryption key.

SglConnection connexl = new System.Data.SglClient.SglConnection
("Server= localhost;DataSource=.\\SQLEXPRESS; Database=AES-DB;
Trusted Connection= True");

SqglCommand commanda BK =
connexl.CreateCommand() ;

SglCommand commanda BKI1 =
connexl.CreateCommand () ;

SglCommand commanda_ BK2 =
connexl.CreateCommand() ;

SglCommand commanda_ BK3 =
connexl.CreateCommand () ;

SglDataReader citeste BK;

SglDataReader citeste BKI1;

SglDataReader citeste BK2;

SglDataReader citeste BK3;

System.Security.Cryptography.MD5CryptoServiceProvider EDKx = new
System.Security.Cryptography.MD5CryptoServiceProvider () ;
bytel[] EDKbs =
System.Text.Encoding.UTF8.GetBytes (EDK) ;
EDKbs = EDKx.ComputeHash (EDKbs) ;
System.Text.StringBuilder EDKsMD = new
System.Text.StringBuilder () ;
foreach (byte b in EDKbs)
{
EDKsMD.Append (b.ToString ("x2") .ToLower ()) ;
}
EDKMD5 = EDKsMD.ToString() ;
connexl.Open () ;
commanda BK.CommandText = "select ID from
dbo.BlackList where RejectedKeys ='" +EDKMD5 + "'";
citeste BK = commanda BK.ExecuteReader();
bool IDkbl = citeste BK.Read();
connexl.Close();
if (IDkbl == false)
{
connexl.Open();
commanda BKI1.CommandText = "select max (ID)
from dbo.BlackList";
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citeste BKI1 =
commanda BKIl.ExecuteReader () ;

string valIDst =
Convert.ToString(citeste BKI1.Read());

for (int idbl = 0; idbl <
citeste BKl.FieldCount; idbl++)

valID =

citeste BKl.GetValue (idbl) .ToString()

int maxIDbl = Convert.ToIntl6 (valID):;

connexl.Close() ;

connexl.Open();

maxIDblpl = maxIDbl + 1;

commanda BK2.CommandText = "insert into
dbo.BlackList (RejectedKeys) values ('" + EDKMDS + "')";

citeste BK2 =
commanda BKZ.ExecuteReader () ;

connexl.Close() ;

Encryption is performed this way: [12]

1. PRNG creats IDk1, IDk2, IDks, 1Dk4, IDs and IDsme indexes in the
database tables;

2. AE reads the partial keys corresponding to the indexes 1Dk, IDk2, IDks,
IDws from the AES-DB database and composes the encryption key K;

. AE reads the pair of replacement tables using IDs;

. AE reads working parameters with IDsmc identification number for
ShiftRows and MixColumns transformations in the database;

5. AE uses the encryption key formed in step 1, the pair of substitution
tables, and the ShiftRows and MixColumns transform variants to encrypt
plain text;

6. AE creates an IDses session identification number, consisting of the
concatenation of 1Dk1, IDk2, IDk3, 1Dks, IDs and IDsrme, Which it adds to
the encrypted message to be transmitted.

Encryption is done by calling the methods in which the transformations are

implemented, according to the source code presented below.

B~ w

int Encrypt(int[][] a, int[][][] rk)
{

int r;

AddRoundKey (a, rk[0]);

for (r = 1; r < ROUNDS; r++)

{
SubBytes (a, S);
ShiftRows (a, 0);
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MixColumns (a) ;
AddRoundKey (a, rk[r]);
}
SubBytes (a, S);
ShiftRows (a, 0);
AddRoundKey (a, rk[ROUNDS]) ;
return 0;

}

The information contained in the previously formed IDses is required in the
decryption process and even if the 1Dses are not added to the encrypted message,
other methods of its secure transmission between the corresponding entities can be
used. For added security, data packets can be overwritten using a secret key and a
pair of predefined replacement tables. [13]

4. Conclusions

Depending on the situation and requirements, information security methods
need to be constantly adapted to respond effectively to individual needs. In order
for transactions to be secure and information security objectives to be met,
increasingly complex cryptographic protocols and techniques have been developed.
These, in conjunction with compliance with procedural techniques, can ensure the
desired level of security.

Today, cryptographic applications are part of everything that happens in
communications networks, regardless of the medium of transmission (terrestrial
radio networks, metal cable, fiber optics or satellite networks). The algorithms used
so far have been and are constantly "bombarded” by attempts made by specialists
to prove their vulnerabilities, before hackers take advantage of their weaknesses.

Cryptographic solutions based on symmetric block algorithms are a special
category, characterized in particular by a very good encryption speed. Their design
(and not just this type of algorithm) must meet two essential conditions: they must
be secure, and they must be fast. In recent years, great efforts have been made to
design algorithms that best meet the two stated conditions. The partial key
generation component (XOR-MWC generator) used to load the database and to
create the encryption keys, based on the MWC generator, is distinguished by the
fact that it is able to pass NIST tests, despite being taken individually, the two
generators in its composition do not succeed in this. The RPV algorithm, as part of
the complex cryptographic system, is based on the robustness demonstrated by the
Rijndael algorithm in the face of linear and differential cryptanalytic attacks and is
an optimized variant of it, by implementing different ways of working. These
modes allow you to obtain 8 variants of encrypted text, for the same clear text and
the same encryption key, thus increasing the theoretical cryptanalysis time for
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attacks on the algorithm. In the case of brute force attacks, there is no improvement,
which is done by checking all possible encryption keys. [14]

The constant evolution of cryptanalytic methods, supported by continuous
technological development, determines the entire community of cryptologists to
constantly look for ways to optimize current security solutions, or to develop new
ones.
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